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Abstract - Steganography as being a very useful technique for content hiding is the first choice of criminals, terrorists, and 

hackers. The steganalysis itself is very complex, and lots of research work is going on all around the world on steganography 

and steganalysis. However, when the steganography hides exploit instead of simple messages, it becomes more severe and 

damaging. Stegosploit is a similar toolkit that allows hackers to inject exploits for known vulnerabilities into images. These 

images, when accessed or downloaded can infect a machine very effectively compared to other ways of doing it. This paper 

emphasis on a technique that detects such stego images having an exploit inside it. We developed a script that detects this type 

of image, which is in-general not identified by known anti-viruses including virus total. The study also focuses on the 

effectiveness of the script for the Windows operating system and Linux Subsystem on Windows. The script derived from this 

research will help end-users, security professionals, forensic investigators, and researchers in detecting and thus preventing 

possible cybercrimes. 
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I.  INTRODUCTION 
 

Content hiding is one of the significant aspects of security as 

it ensures confidentiality in CIA triad. However, the 

techniques used for content hiding is equally being used by 

hackers, criminals, terrorists, etc. for different purposes. The 

objective is the same, and methods or algorithms designed 

for covert communication allow us to achieve the same by 

both good and evil. A variety of techniques like 

cryptography are used in achieving confidentiality, but the 

most effective and widely accepted method is 

steganography. 

 

Steganography as the name suggests refers to hidden or 

covered writing which allows users to hide any sort of 

information in cover media. The cover media can be any 

multimedia file like image, audio or video[1]. Based on 

content and intention user can use any of the possible types 

as cover media to hide content. Various free and commercial 

tools are available in the market which allows any laymen to 

hide content inside cover media without any technical 

knowledge. These tools basically follow certain algorithms 

for information hiding and retrieval [2][3]. The most 

common algorithm/technique used in steganography is LSB, 

which is explained briefly in the next paragraph. 

 

The Least Significant Bit (LSB) algorithm works on 

substitution of the Least Significant Bit of the image with 

the bit of the message to hide. As an only Least significant 

bit of the pixels gets replaced by the bit of the information to 

hide, the overall image does not get affected and the change 

cannot be noticed with the naked eye. This is highly 

effective in color images with high resolution. The same 

may not be so effective if the images are black and white or 

greyscale with lower resolution [4][5]. 

 

The steganography technique is different than digital 

watermarking as in the later the watermarks remain visible 

and are not used for data hiding [6][7]. Similarly, 

steganography does not replace cryptography as 

cryptography makes the content non-readable but the content 

remains visible. While in steganography the content is 

invisible and end-user cannot detect the possibility of having 

content inside the cover media. On another hand, if 

cryptography is used with steganography then it can make 

things more undetectable as the hidden content will be 

encrypted and the user will need to crack two algorithms 

[8][9][10]. 

 

This paper focuses on more difficult to handle 

steganography where instead of plain or encrypted text an 

exploit is hidden inside the image. The work is based on 

stegosploit a toolkit, which is useful for delivering exploit 

using Steganography. As mentioned by the author, 

Stegosploit is a portmanteau of Steganography and Exploit. 

Using Stegosploit, it is possible to transform virtually any 
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JavaScript-based browser exploit into a JPG or PNG image 

[11]. The author worked on HTML + Image Polyglots to 

embed exploit for a known vulnerability CVE-2014-0282. 

The toolkit has been made powerful enough to embed 

exploits for browser-based vulnerabilities in any JPG or 

PNG files. 

 

While we learned about stegosploit, we found it deadliest in 

all the steganographic techniques. The worst thing in this is 

to detect the presence of any exploit inside an image 

compared to that without hiding it using stegosploit. The 

stegosploit generated image can infect any machine when it 

is accessed through the vulnerable web browser. Since, 

loading images in the browser while surfing is a routine task, 

the end-user may not be even able to know that the machine 

got infected simply by an image opened in the browser.  

 

The things may not work if the system and the browser are 

patched and updated for the latest vulnerabilities. But it is 

observed that only a few users update their applications and 

operating systems on a regular basis [12]. This led us to 

work on this challenge as the detection of stegosploit images 

can prevent many unwanted attacks and even losses. 

 

 
Figure 1: Understanding Stegosploit Toolkit 

 

The above figure illustrates the tools of the stegosploit 

toolkit. iterative_encoding.html is used for encoding browser 

exploit code in image steganographically, 

image_decoder.html is used to detect any possible error in 

image, imajs_jpg & imajs_png.pl are pearl scripts which 

make encoded images into polyglot images using auto 

decoder-script for jpg and png files respectively. 

decode_pixels.js is a javascript script that automatically 

executes upon loading of polyglot image. exploits.js is a 

collection of browser exploits and cve_2014_0282.templete 

is a sample exploit for CVE-2014-0282. CVE-2014-0282 is 

IE Use-After-Free vulnerability in Microsoft’s Internet 

Explorer version 6 to 11. CVE-2014-0282 is Internet 

Explorer Memory Corruption Vulnerability, which allows 

remote attackers to execute arbitrary code via a crafted 

website. 

 
Figure 2: Process of making of polyglot image 

 

The above figure shows using the stegosploit toolkit, how a 

polyglot image can be made. First, a browser exploit code 

and an image has been passed to a custom-made image/pixel 

encoder which encodes browser exploit code in an image 

steganographically and generates a new encoded image. The 

new image has been passed to the imajs library with an 

autorun stego decoder-script and it will generate the final – 

polyglot image, which will be used to attack by attackers and 

they will send/spread it using email or public image sharing 

websites to attack victim’s browser. 

 

In our work, we used stegosploit with default exploit code 

for CVE-2014-0282 to generate multiple images with 

exploits. We have not exploited any browser using the 

generated polyglots, as our intention is to detect the images. 

We then tried to detect them through a custom python script.  

 

 Some of the other steganography algorithms apart from 

LSB include outguess, LSB2, F5, DCT, and others, but as 

this tool supports only the LSB algorithm, the scope of the 

paper is limited to it only. This tool allows us to manipulate 

any bit layer other than LSB layer, but it is suggested that bit 

layers 0, 1 and 2 are most eligible bit layers for 

steganography, because of no or negligible visual aberration 

in image. Related work, Methodology, Results, and 

Conclusion are discussed next. 

 

II.  RELATED WORK 

 

As stegosploit is a new utility, very few researchers worked 

on stegosploit. The work of some of the researchers is cited 

in this section. Park, B., et. al. published their work on a 

possible method to protect the network against hidden 

exploits [13]. Jeyasekar, A. et. al. did the analysis of 

stegosploit images [14]. On another hand Dudheria, R. 

Discussed the use of stegosploit to attack smartphones via 

QR codes[15]. Harblson, C. discussed how stegosploit can 

be used in hacking with pictures[16].  
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However, the above authors worked on various aspects of 

stegosploit but none of them focused on the detection of 

stegosploit generated images. Not very closely related to 

stegosploit, but Pevný, T., et. al. proposed Malicons to detect 

payload in favicons[17]. Apart from stegosploit, many 

researchers worked on steganalysis techniques to detect 

steganographic content [18][19][20][21][22][23][24]. 

 

III.  METHODOLOGY 
 

While working on stegosploit we tried to see if this type of 

images are detected by any anti-virus or not. So, we tested it 

in different anti-viruses including virustotal. The results 

were very shocking as none of the anti-viruses could detect 

it as a malicious file. The results of virustotal are shown in 

the following figure. 

 

 
Figure 3: Results from Virustotal 

 

The evasion was technically possible as the anti-viruses 

consider it as image and the malicious code is not directly 

visible. To overcome the issues, we decided to develop a 

python script to detect images having exploits and are 

generated by stegosploit. To achieve the results the 

environment was set for stegosploit as shown below: 

 

 
Figure 4: Stegosploit Setup 

 

For samples, we decided to take JPG and PNG files as they 

are widely used and popular. The exploits were injected into 

them using stegosploit. As our goal was to detect the 

polyglots, we took 6 samples of PNG and 3 of JPG. Both the 

types of files were processed through stegosploit toolkit and 

resultant files were saved as shown in the following figure. 

 
Figure 5: Exploits injection using stegosploit 

 

To understand the signatures of detection, we analyzed 

benign and malignant samples in the hex editor and we 

could see the injected script. 

 
Figure 6: Injected script in polyglot image 

 

The image on the left-hand side is the original image and the 

image on the right-hand side is the polyglot image. As it can 

be seen that the injected code is in the same offset range in 

both the cases. Further, there is a string in the polyglot 

images at a specific byte range. The python script was made 

to find the polyglot images from the computer based on the 

above observation. 

 
Figure 7: Flowchart of script 
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Work of the script is described below: 

1. The script takes one file at a time and extracts a magic 

number to determine the file type. If the file is jpg/jpeg 

or png, the next step would be taken. 

2. If the file is an image, the script will extract out some 

string/byte range, specific to file type and will compare 

it with signature. 

3. If the signature is matched with extracted strings/byte 

range, it will be marked for the extraction of exploit 

code. 

4.  Then the script will search for the starting and ending 

address of exploit code and extract in the text file in a 

folder. 

 

We mixed these files in different folders. For this, we have 

created a python script. The script has randomly created 

folders and subfolders of different random levels. Then, the 

script has moved all files and pasted it in previously created 

folders, randomly. Each folder is having a variety of other 

files including PDFs, Documents, other types of images, etc. 

Different types of files including infected files were kept for 

scanning. The following table lists a number of files in each 

type. 

 

Table 1: Details of sample files. 

File Type Number of Files File Type Number of Files 

JPG 16124 GIF 619 

PNG 179465 SQLITE 91 

PDF 102 WAV 17 

XLSX 8 DB 1 

DOCX 19 DAT 1 

PPT 14 BMP 7 

TXT 61 SX 1 

HTM 7881 PCAP 1 

INI 1 EXE 11 

XML 1 SH 1 

ZIP 205 WINPE 10 

JAR: 3 

TOTAL: 204644 

 

It is important to note that these files include 3 JPG and 6 

PNG files that contain exploit. 

 

A python script was written to detect the stegosploit 

generated images. The script was executed against the parent 

folder having these files in subfolders at various levels. The 

script is designed to take a single path and check all the 

folders and files beneath it in a recursive manner. 

 

The script is made very lightweight for faster detection. In 

the experiment, we considered two operating systems to test 

the performance of the script. To check the efficiency and 

performance of the script it was executed on Windows 10 

and Ubuntu Subsystem Environment. The results and 

observations are discussed in the next section. 

 

The machine was configured in such a way that only 

essential services and processes were allowed to run. The 

results may vary on different configurations. The following 

table contains system configuration information of the test 

machine. 

 

Table 2: Testing system configuration 

Processor: Intel(R) Core(TM) i5-2410M 

CPU @ 2.30GHz 

RAM: 12.0 GB DDR3 Dual 

Channel SODIMM 1600 

MHz 

HDD: Seagate Barracuda 1.0 TB 

SATA3 6GBPS HDD 

Available memory at the 

time of testing: 

9.9 GB 

Windows Windows 10 Pro x64 1809 

(17763.316) 

 

IV.  RESULTS 
 

The script works very efficiently and detects all the 

stegosploit generated images very quickly. The experiment 

was successful on both the operating systems as shown 

below: 

 

 
 

 
Figure 8 & 9: Successful detection on Windows and Linux 

Subsystem on Windows 
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To test the effectiveness and speed of python script it was 

executed four times on both the operating systems. The 

following table shows the time taken by the script to scan 

204644 files for consecutive four executions. 

 

Table 3: Time taken by the script 

Operati

ng 

System 

First 

Executi

on 

Time (s) 

Second 

Executi

on 

Time (s) 

Third 

Executi

on 

Time (s) 

Fourth 

Executi

on 

Time (s) 

Fifth 

Executi

on 

Time (s) 

Window

s 10 

2460.7 339.43 407.23 338.43 316.18 

Ubuntu 

Subsyste

m 

2846.71 378.24 371.24 371.21 368.59 

 

The above figures clearly indicate the speed by which the 

utility scans 204644 images for possible threats is highly 

impressive.  

 

As the script is written in python it can run on any operating 

system. We calculated Karl Pearson’s Coefficient to 

calculate the correlation of the speed when the script is 

executed on Windows and Ubuntu Subsystem as shown 

below: 

Table 4: Statistics 

Exec

ution 

Wind

ows 

10 

(X) 

Ubunt

u 

Subsy

stem 

(Y) 

A = 

X – 

X̅  

( X̅ 

=772.

288) 

A
2
 B = Y 

– Y̅  

( Y̅ 

=868.

198) 

B
2
 AB 

1 2460

.17 

2846.

71 

1687.

88 

2848

946 

1979.

51 

391846

0 

3341179 

2 339.

43 

378.2

4 

-

432.8

6 

1873

66 

-

488.9

6 

239082 211650 

3 407.

23 

371.2

4 

-

365.0

6 

1332

67 

-

495.9

6 

245976 181054 

4 338.

43 

371.2

1 

-

433.8

6 

1882

33 

-

495.9

9 

246006 215189 

5 316.

18 

368.5

9 

-

456.1

1 

2080

35 

-

498.6

1 

248612 227420 

 ƩX = 

3861

.44 

ƩY = 

4335.

99 

ƩA = 

-0.51 

ƩA
2 

= 

3565

846 

ƩB = 

-0.01 

ƩB
2
=48

98136 

ƩAB=4

176439 

 

Karl Pearson’s Coefficient r = 
∑𝐴𝐵

√∑𝐴2∑𝐵2
 

  

    r = 
4176439

4179234.436
  

 

    r = 0.99934 

 

As the value of r tends to +1 it clearly indicates that the 

speed by which script detects stegosploit generated images 

on both Windows and Ubuntu Subsystem Environment is 

very close. This also confirms that the script can effectively 

detect stegosploit generated images on any of the machines 

having support for python. 

 

V.  CONCLUSION 
 

It is very crucial to detect images having exploit for 

preventing probable cybercrimes. The work done in this 

research will serve as the preventive step for image-based 

exploitations. The script generated during this research will 

be very helpful in detecting stegosploit generated images, as 

it is very fast and accurate. The script further is very useful 

as it detects the threat in almost no time on Windows and 

Ubuntu Subsystem Environment. 
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