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Abstract— Mutation testing is one of the active techniques for testing its code. It is implemented by the replacement of the 

syntax of a program by another piece of code. This new version of the code is known as a mutant as is the most crucial part for 

testing the code. An effective test set is necessary to differentiate the mutant from the original program. In this paper we have 

presented a semantic mutation testing tool in python which works on semantics of python language than the traditional way of 

testing. In semantic mutation, a particular language is modified to create the mutant. Using SMT-P that is semantic mutation 

testing using python, we have inspected the efficiency of test cases on both traditional and semantic mutation operators. 

Comparison of traditional and semantic mutation testing operators in same test cases has been found to be quite useful and 

proves the usefulness of Semantic based testing over traditional one. 
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I. INTRODUCTION 

Testing plays the most essential role of the several levels of 

software development life cycle. It is a method of 

determining faults. The testing is very effective and the 

quality of software is higher.  The correct execution of a 

program is ensuring by testing in each probable scenario by 

creation of active test cases which identify the possible 

faults. 

Mutation testing is a technique aimed at locating and 

exposing the weakness in test suites [9-10]. To evaluate the 

effectiveness of test set is the main focus. here the program 

structure is considered for detection of faults like in white 

box testing.      

Mutation testing is also mentioned as fault based testing. Any 

small change which distinguishes the program from the 

original program is a mutant. There are several types of 

mutants:  stillborn, trivial, equivalent. 

 

II. RELATED WORK  

The prerequisite is a source code and a test suite for that 

source code. To produce a mutant, one and only thing which 

is required is to vary the original program by inserting a 

minor fault in it. By running the original test data this 

modification is tracked. The change in the original code has 

been detected (dead/ Killed Mutant) is states by differences 

between the original and the changed code. In case the 

mutant remains alive, the possibility arises either if the 

mutant and the original program are identical or the mutant 

could not be killed as the test set was insufficient which was 

incapable to identify the made conversion. 

For mutation traditional mutation testing consists of 

operators that represent syntactically small faults like 

exchanging + by – in an arithmetic expression. 

 

Traditional mutation testing are several weaknesses. There 

are listed Some of the drawbacks: for a small program, the 

number of mutants produced is large [8], with this the 

probabilities of equivalent mutants are rises. Additional 

amount of manual work is necessary, in order to deal with 

equivalent mutants. The cost of testing is rises by this 

additional determination. The confusions related to semantic 

changes do not consider by Mutation operators, syntactic 

level is the only concern. To resolve the above problems 

automatic detection of equivalent mutants and lowering the 

introduction of equivalent mutants has been a major concern 

[5-8]. In this paper presents Semantic Mutation testing and a 

tool (SMT-P) designed in python for semantic mutation 

testing. 

III. METHODOLOGY 

In order to deal with several specific types of mistakes, 

Semantic Mutation Testing was proposed [2], [4]. A small 

change in syntax can have a large effect on semantics [3]. 

For introducing the semantic mistakes, different ways are 

available [4]. For SMT-P, modification in the syntax of 

description has been selected in order to simulate semantic 

mutation. 
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There are three consequences of mutation testing, strong MT, 

weak MT and firm MT. The program and the mutant can be 

individually recognized in the case of solid mutation testing, 

if they produce dissimilar outputs for a similar test case. On 

the other hand, in weak mutation testing, the program and the 

mutant are illustrious when they produce a dissimilar value 

for a specific variable, at a specific point in the program [1]. 

When the tester himself picks the point where the 

dissimilarity in the value of a variable should reflect is firm 

mutation testing [5]. 

We study that in a language L and description N the 

programs to be written. The behaviour of a program is 

defined by the mixture of description and language i.e; (M, 

L). In traditional mutation testing, there is alteration in the 

syntax, the mutant of the above description can be (M‘, L). 

On the other hand, the description can be denoted for 

semantic mutation testing as (M, L‘). 

 

We have developed a new mutation testing tool for Python, 

called SMT-P. The development of SMT-P inspired from the 

fact, that there is no such tool that fulfil the necessities of 

SMT. The simulations in the semantic mutations return with 

the alterations made in the syntax of the description. The aim 

was to design an easy to use and a flexible tool. The semantic 

mutation operators have been defined in this specific unit. 

 

ARCHITECTURE OF SMT-P AND EXPERIMENTAL 

STUDY 

 

SMT-P is a tool developed in Python. This can run 

independently or using Pycharm[11]. 

                        

 
Figure 1: Choosing the input program 

 

To choose any option here a choice menu is provided to the 

user. There are nine choices shows in menu. A mutant is 

created accordingly from which one is selected. To see 

whether the mutant gets destroyed or not the test cases can be 

applied. 

 

Test viewer : This is a front end to see the test suites 

associated to a specific program. The outcomes can be 

observed by clicking on a specific test case. 

This gives expected result, a complete view of results, the 

exact errors given by unit test cases eg. assertion errors etc., 

picturing the exact parameters passed and result obtained. 

The function components have been designed in order to 

build, test and execute mutants. 

 

THE MUTATION GENERATOR 

 

1. According to the ideas in [11], there are seven 

semantic mutation operators have been 

implemented. If – Else: To those ‗if‘ constructs 

which do not have an else branch, an else branch is 

added. 

2. Last case of switch: a default branch is added, when 

using a switch case without a default branch. 

3. Default for switch: Here the previous branch of 

switch statement is changed to be the default 

statement of switch.  

 

 

Figure 2: Test Viewer 

 

 
Figure 3: Console viewer 

 

To confirm complete branching structures, the above two 

operators are designed. As the programmers could assume 

the implementation of last branch o structure, because 

Unfinished branches can lead to faults. 

 

4. Floor of division: Using the floor method, 

Truncating the float value. 

5. Ceil of division: The quotient depends on the 

approach defined, on division operations i.e. the 

result can either be the just the immediate earlier 

integer of the quotient or the immediate next integer 

to the quotient. Here to form the mutant the tail 

method is used. 

6. Indentation: This plays a main role in python. To 

see the result of test cases, Here the indentation of 
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statements is changed. As there are no starting and 

closing brackets. 

7. Elif: Wherever in a ‗if‘ statement followed by an 

‗else- if‘ statement, else is missing, an else 

statement is added. 

IV. RESULTS AND DISCUSSION 

From table 1 and 2, we see that to produce mutant , each 

program we have applied seven semantic mutation operators 

on some programs. To check the effectiveness of the test 

suites, the specific test suites have been applied to the mutant 

and the program. Ex: In Tcas, entire of 10 test cases have 

been applied out of which all the test cases are capable to 

distinguish the mutant from original program for the mutant 

produced by ‗if - else‘ operator. As outcome, we get 100 % 

efficiency of the test suite. Equally, the efficiency has been 

checked upon for other programs also. For Trim test suite is 

60% efficient, or for tcas test suite is 100% efficient. 

(killed/total) *100 is calculated to calculate the efficiency. 

Similarly, also the efficiency has been calculated for 

traditional mutation operators. By matching the results, 

SMT-P is more efficient for semantic mutation testing. 

 

Table 1: Efficiency Of Test Suites In Smt 

 

 
                                                   
Table 2: Efficiency Of Test Suites In Traditional Mutation Testing 

 

 
 

V. CONCLUSION AND FUTURE SCOPE  

In this paper, we have presented a new tool SMT-P based on 

semantic mutation testing. Regarding of the semantics of the 

description language there can be various misunderstandings. 

In traditional mutation testing the syntax of a description is 

mutated. In other side, when we deal with language, it is 

semantic mutation testing. when a test case run on actual 

program, that produces different results and on its mutant is 

said to be failed. The mutant is said to be killed, When a test 

case fails. For different operators, here we have calculated 

the efficiency of different test suites. As a part of future 

work, the alike can be tested for larger test suites. Extra 

semantic mutation operators can be established.   
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