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Abstract— Nowadays, mobile devices have reached its popularity in greater heights, specifically the usage of smart phones has 

extended its features in communication technology with rapid evolution. With regards to this, the developers are always 

passionate about providing the smart ways and approaches through the Mobile App for the common users so that they have 

smart lifestyle. To provide the smart apps which works on smart devices, the diversity is there in the usages of tools and 

technologies. In addition to hardware rapid evolution, mobile applications are also increasing in their complexity and 

performance to cover most the needs of their users. Both software and hardware design focused on increasing performance and 

the working hours of a mobile device. Different mobile operating systems are being used today with different platforms and 

different market shares. Like all information systems, mobile systems are vulnerable to several issues. In this paper survey on 

software engineering paradigm in mobile applications are discussed by analyzing various existing approaches in the field of 

mobile software testing, mobile software quality assurance and mobile application security threats. 
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I.  INTRODUCTION  

 

Mobile applications become strategic business tools and have 

changed the business landscape. They have also expanded to 

meet the communication and information sharing needs of 

social networks. Nowadays, there are  variety of new 

scenarios and applications for mobile devices. Indeed, users 

and developers expect reliability, ease of use, performance 

and security. Unfortunately, the quality of mobile 

applications are lower than expected. While mobile 

applications are becoming so extraordinarily adopted, it is 

still unclear if they deserve any specific testing approach for 

their verification and validation. This paper wants to 

investigate new research directions on mobile applications 

testing automation and its strategy, mobile applications 

software quality, mobile application security threats 

 

Software testing of mobile applications is not a trivial task 

due to several factors such as the variety of inputs that a 

mobile application normally requires and the heterogeneity 

of the technologies used to implement them. The variety of 

inputs that a mobile application normally requires (such as 

user input, input context and environment) makes it very 

difficult to design appropriate test cases to detect faults. 

Several studies state that the importance in the context   

 

which mobile applications are executed to ensure quality [7, 

8, 9]. Performing testing on multiple platforms is needed in 

order to ensure quality.   

 

This paper provides an overview of important software 

engineering research issues related to the development of 

applications that run on mobile devices. Among the topics 

are development processes, tools, user interface design, 

application portability, quality, and security. While 

application development for mobile devices get back at least 

10 years, there has been exponential growth in mobile 

application development since the iPhone AppStore opened 

in July, 2008. Since then, device makers have created outlets 

for other mobile devices, including Android, BlackBerry, 

Nokia Ovi, Windows Phone, and more. Industry analysts 

estimate that there are more than 250,000 applications are 

available through the various stores and marketplaces, some 

of them are available for multiple types of devices. The work 

have recently conducted a small survey of mobile developers 

[1], using available mobile developer forums to solicit 

respondents. A key goal of the survey was to gain a better 

understanding of development practices for mobile 

applications. The conclusions are included the following 

points:1) Most of the applications were relatively small, 

averaging several thousand lines of source code, with one or 
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two developers responsible for conceiving, designing, and 

implementing the application. 

2) There was a sharp divide between “native” 

applications, those that run entirely on the mobile device, and 

web applications, which have a small device-based client 

with execution occurring on a remote server. 

3) Developers adhered quite well to recommended sets 

of “best practices” but rarely used any formal development 

processes. 

4) Developers did very little organized tracking of their 

development efforts and gathered few metrics. 

 

II. LITERATURE SURVEY 

 

MobiGUITAR (Mobile GUI Testing Framework) [1] 

provided automated GUI-driven testing of Android apps. It's 

based on observation, extraction, and abstraction of GUI 

widgets' run-time state. The abstraction is a scalable state 

machine model that, together with test coverage criteria, 

provides a way to automatically generate test cases. 

 

Uskov [2] focused on main MSE topics in Mobile 

Computing curriculum. Research of MSE-focused 

programming methodologies, analysis models in MSE, 

design and development models in MSE, including 

architectural models, information models, functional models, 

interaction models, navigation models, graphic user interface 

(GUI) hierarchical models, analysis of integrated 

development environments (IDEs) for various mobile 

platforms (Android, Windows Phone, etc.), testing strategies 

and techniques for mobile software systems, mobile software 

quality management, security issues of mobile software 

systems, and MSE-focused implementation methods. 

 

Kai Qian et al [3] presented  mobile device-based hands-on 

lab ware (series of lab modules) for computer network and 

security learning, which is guided by authentic learning 

principles to immerse students in a real-world relevant 

learning environment. By using this lab ware in teaching 

computer network, mobile security, and wireless network 

classes. The student feedback shows that students can learn 

more effectively when they have hands-on authentic learning 

experiences. 

 

Li et al [4] developed a feature vector is extracted from the 

Android Manifest file, which combines the permission 

information and the component information of the Android 

application. Combined with the Naive Bayes classification 

algorithm, this approach proposes a malicious application 

detection method based on the Android Manifest file 

information. This approach is a static method of malware 

detection which means that applications are not executed or 

analyzed at run time for behavioral analysis. So it cannot 

detect any new malware which are capable of repackaging 

and obfuscation to bypass their inner mechanisms. 

Fereidooni et al [5] introduced a system to detect malicious 

Android applications through statically analyzing 

applications’ behaviors. ANASTASIA provides a complete 

coverage of security behaviors. It utilizes  large number of 

statically extracted features from various security behavioral 

characteristics of an application. This approach is a static 

method of malware detection so it cannot protect the device 

from Zero Day attacks and malwares capable of modifying 

themselves. 

 

Akhuseyinoglu et al [6] uses an automated feature-based 

static analysis method to detect malicious mobile 

applications on Android devices. This method uses metadata 

of applications and Naïve Bayes algorithm for malware 

detection. This approach is a static method of malware 

detection so it cannot protect the device from malwares that 

can transform themselves based on the ability to translate, 

edit and rewriting their own code. The work focuses on 

observing the behavior of the malicious software while it is 

actually running on a host system. The dynamic behaviors of 

an application are conducted by the system call sequences at 

the end. Hence, they observe the system call log of each 

application, use the same for the construction of this dataset, 

and finally use this dataset to classify an unknown 

application as malicious or benign. 

 

Asmau Usman et al [10] proposed an approach for testing 

mobile apps considering the two sets of events: GUI events 

which  identified through static analysis of bytecode and 

context events obtained from analysis of manifest.xml file. 

Results from the experimental evaluation indicated that our 

approach is effective in identifying and testing context 

events. 

 

Lianfa Li et al [11] the authors proposed two methods of data 

mining static code metrics to enhance defect-proneness 

prediction. Given little non-metric or qualitative information 

extracted from software codes, they first suggest to use a 

robust unsupervised learning method, Shared Nearest 

Neighbors (SNN) to extract the similarity patterns of the 

code metrics. These patterns indicate similar characteristics 

of the components of the same cluster that may result in 

introduction of similar defects.  By using the similarity 

patterns with code metrics as predictors, defect-proneness 

prediction may be improved. The second method uses the 

Occam's windows and Bayesian model averaging to deal 

with model uncertainty: first, the datasets are used to train 

and cross-validate multiple learners and then highly qualified 

models are selected and integrated into a robust prediction. 

 

Claire Le Goues et al [12] the authors proposed to augment a 

temporal-property miner by incorporating code quality 

metrics. They measure code quality by extracting additional 

information from the software engineering process and using 

information from code that is more likely to be correct, as 
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well as code that is less likely to be correct. While used as a 

preprocessing step for an existing specification miner, their 

technique identifies which input is most indicative of correct 

program behavior, which allows off-the-shelf techniques to 

learn the same number of specifications using only forty five 

percent of their original input. 

 

Hamand et al [13] attempt malware detection by inspecting 

other application run-time parameters, such as CPU usage, 

network transmission, and process and memory information. 

Mas’ud et al. [14] also included Android system calls in the 

detection strategy. Furthermore, Elish et al. [15] proposed a 

single-feature classification system based on user behavior 

profiling. DroidChain authors [16] proposed a novel model 

which analyze static and dynamic features of applications 

assuming different malware models. 

 

Rahman et al. [17] investigated how effectively static code 

can be used to predict security risk of Android applications. 

Based on twenty one static code metrics of 1,407 Android 

applications, and using radial-based support vector machine 

(r-SVM). Syer et al. [18] has examined the relationship 

between files defect-proneness and platform dependence in 

Android apps. They found that source code files that are 

defect-prone have a higher dependence on the platform than 

defect-free files. The previous studies also investigated that 

the undesirable effects of Android apps low-quality source 

code. 

 

Belal Amro [19], studied and analyzed different malware 

detection techniques used for mobile operating systems. He 

focused on two competing mobile operating systems – 

Android and iOS. He assets each technique by summarizing 

its advantages and disadvantages. The aim of the work is to 

establish a basis for developing a mobile malware detection 

tool based on user profiling. 

 

Ana Rosario Espada et al [20]  proposed the use of model-

based testing to describe the potential behaviors of users 

interacting with mobile applications. These behaviors are 

modeled by composing specially-designed state machines. 

These composed state machines can be exhaustively 

explored by using a model checking tool to automatically 

generate all possible user interactions. Each generated trace 

model checker can be interpreted as a test case to drive a 

runtime analysis of actual applications. They have 

implemented a tool that follows the proposed methodology to 

analyze ANDROID devices by using the model checker 

SPIN as the exhaustive generator of test cases. 

 

Ahmad et al [21] focused on analyzing and measuring the 

maintainability of Android mobile applications by using 

Object Oriented Metrics and Android Metrics. The purpose 

of this paper is to assess the impact all of these metrics on the 

maintainability of Android applications and choose the 

metrics that has the highest impact. 

 

Pardeep Kumar et al [22] developed a combination of UML 

class diagram, use cases and activity diagram are used to 

discover changes at both syntax and semantic level. 

Additionally, agents developed in java agent development 

environment are also used to collect these changes from 

different stake holders in the distributed environments. 

 

Tingting Yu et al [23] proposed a set of novel static code 

metrics based on the unique properties of concurrent 

programs. They also leverage additional guidance from 

dynamic metrics constructed based on the mutation analysis. 

Their evaluation on four large open source projects shows 

that ConPredictor improved both within-project defect 

prediction and cross-project defect prediction compared to 

the traditional features. 

 

III. PROBLEM DEFINITION 

 

 There is a lack of knowledge in automation of test 

cases and optimal software testing strategies for 

mobile applications. This may greatly affect the 

performance of the mobile software’s and its 

functionals. The approaches to generate automated 

test cases and optimal testing strategies have to be 

defined and modeled.  

 The quality of mobile applications is major cause of 

reliability and flexibility in design and construction 

of applications. The code metrics are not well-

defined in context of mobile application-based 

software engineering. The metrics have to be 

evaluated for proper analyses of the quality and 

maintenance of mobile software’s. 

 The security threats are high in mobile applications 

due to its wide and open usage by several 

community applications. Which has high degree of 

accessibility in archiving personal information 

stored on mobile phone? There is no proper security 

mechanism to handle the malware attacks in mobile 

based applications thus an intelligent security 

prevention approach has to be developed.  

 

IV. CONCLUSION 

 

The paper analyzed detailed study on impact of mobile 

software quality analysis, mobile application testing and 

mobile software malware detection. Further investigation on 

these areas provides motivation to develop an optimal 

approach for developing automated test cases, determining 

the quality of mobile applications to enhance its 

performance. And planning in future to develop a prevention 

mechanism to overcome security threats which attacks the 

mobile based applications. 
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